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Abstract. Partitioning the systems of equations is a very impor-
tant process when solving it on a parallel computer. This paper
presents some criteria which leads to more efficient paralleliza-
tion, that must be taken into consideration. New criteria added to
preconditioning process by reducing average bandwidth are pro-
posed in this paper. These new criteria lead to a combination
between preconditioning and partitioning of systems equations, so
no need two distinct algorithms/processes. In our proposed meth-
ods - where the preconditioning is done by reducing the average
bandwidth- two directions were followed in terms of partitioning:
for a given preconditioned system determining the best partition-
ing (or one as close) and the second consist in achieving an ade-
quate preconditioning, depending on a given/desired partitioning.
A mixed method it is also proposed. Experimental results, con-
clusions and recommendations, obtained after parallel implemen-
tation of conjugate gradient on IBM BlueGene /P supercomputer-
based on a synchronous model of parallelization- are also presented
in this paper.
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1 Introduction

A lot of engineering applications involves solving large sparse linear systems
of equations. Parallel computing has been imposed because in the current
real problems, the systems of equations have dimensions of millions equations
[5] which require the use of high performance computing (HPC) systems, fact
that enables to speedup the rate of performance.

Solving linear system of equation by direct methods is a good choice in the
case of small systems, but not for large systems due to their relatively high
memory and computational requirements. Iterative methods are good for
large systems of equations but on the other hand they are more dependent
on the properties of the systems. Furthermore, the iterative methods require
systems preconditioning if we want to obtain a good approximations of the
solution in a short time. The preconditioning consists in transforming the
associated system matrix into one that is more favorable to solving process.
We consider that a preconditioner is good if improves the convergence of the
iterative method, sufficiently to overcome the extra cost of applying it. The
importance of preconditioning becomes even more important in the case of
parallel solving and there are many studies that show this [3,4,33,37].

One of the very important elements in parallel computing is the ”load-
balancing”. This was first introduced by Shivaratry in paper [38], where
are proposed and compared some load-balancing strategies. Load-balancing
increase the performance of parallel computer applications by reduction the
processor idle time and interprocessor communication time. Therefore, the
ideal case is that in which all processors contain the same amount of com-
putational work, and does not exist data dependencies between processors.
Because the ideal cases are rare, the goal remains to minimize these two fac-
tors for a good load-balancing of processors.

From another point of view, because many problems are often expressed
as graphs, the load-balancing problem can be seen as a graph partition-
ing: vertices represent the data and edges represent relationships between
data/vertices. Thus, in the case of weighted graph, the main goals of parti-
tioning are to assign equal total vertex weight to partitions and to minimize
the weight of cut edges. There are many algorithms that fiind good parti-
tionings based on graph theory [10,19-21,34-36]. But the consideration in
which each vertex represent an equal amount of work is a limitation of graph
teory application in load-balancing [18]. Another limitation lies in the type
of equations systems that can be represented, ie only systems with square
and symmetric matrices [22]. To solve these shortcomings, hypergraphs are
used as models for partitioning in parallel computing [6,7,17,23].
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New methods of partitioning in parallel computing, inspired from artificial
intelligence began to be proposed lately, methods that in many cases outper-
forms the conventional heuristics methods : [11,12,25,27,40].

There are many software package used for partitioning and load-balancing in
parallel computing some of these being:

-JOSTLE: a library for multilevel graph partitioning and load balancing de-
veloped at the University of Greenwich, London, UK (http://staffweb.cms.gre.
ac.uk/ c.walshaw/jostle/), used for mesh-based parallel scientific computing
applications and load-balancing, on distributed memory parallel computers;
-PSPIKE (Parallel General Sparse Linear System Solver): a software package
solver for parallel solution of large sparse linear systems (http://www.pspike-
project.org/), that use matrix reordering and partitioning routines;
-METIS: a software for unstructured graph partitioning and sparse matrix
ordering system developed at University of Minnesota (http://www.cs.umn.
edu/karypis), that include some partitioning method like: spectral bisection,
multilevel spectral bisection, multilevel partitioning, geometric partitioning,
geometric partitioning-KL etc.

So, in parallel solving systems of equations the load-balancing of processors
is also a very important factor. This isn’t an easy problem, with two main
issues: how to partition the data between processors and how to parallelize
the iterations in case of iterative methods. There are three ways of matrices
partitioning: by rows, by columns or by blocks: the first two are suitable for
distributed memory architecture while the last is used in vector processors.
We consider that an important cause of bad load-balancing in parallel solv-
ing of system equations is the dynamism of the process over time, namely
in computational and communication costs, such as, for example the condi-
tion numbers of equations subsystems. Therefore, along the time, numerous
methods for dynamic load-balancing have been proposed [8,9,15,16,42], a
part of the benefits and limitations of dynamic partitioning across a wide
range of parallel system environments being described in the paper [39].
One of the most used iterative methods for solving systems of linear equa-
tions is the conjugate gradient (CG) that is very effective when the associated
matrix of system is symmetric and positive definite. The method was pro-
posed by M.R. Hestenes, and E. Stiefel in [6], being seen as a special case
of Gaussian elimination. The method involves small errors, exact solutions
are generally obtained after at most n steps, where n is the size of a well
conditioned system of equations. We have rapid convergence in case of well
conditioned systems, but can be arbitrary if the matrix is ill conditioned.
In Krylov type iterative methods, the convergence decreases or is lost after
parallelization of these methods -compared with serial variants of these-, the
least affected seem to be the CG, as was shown in [33].
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For conjugate gradient algorithm, the main effort consists in computing the
matrix-vector product and because it is directly proportional to the number
of nonzero values in the matrix, an implementation of a load balanced dis-
tribution corresponds to an uniform non-zero elements distribution between
processors. The parallelism in the conjugate gradient algorithm is derived
from parallel matrix-vector product and other inner products. The rest of
the operations involved are trivial in relation to them. The operations can
be performed in parallel as long as no dependency between them. For ex-
ample, the updating of the residual vector and the vector solution does not
depend on each other and can be performed at the same time. But these op-
erations can not be performed before performing the matrix-vector product.
And matrix-vector product in a new iteration can not be performed until
the residual vector is updated. So, there are two points on which processors
must synchronize before they can move on to the next iteration. It is very
important that the work be balanced between processors such synchroniza-
tion points so that the processors does not have any periods of inactivity
beetwen two moments (ideally) or these periods to be as smallest possible.
Thus, minimizing this waiting/idle time is an important goal in parallel solv-
ing systems of equations.

In conclusion, the problems to be solved in parallel solving systems of equa-
tions are related to finding an suitable division of the processes to be per-
formed, as well as finding the most appropriate mechanisms for synchroniza-
tion and communication between different processes. The system equations
partitioning can be done staticaly or dinamicaly: in first case the way to
partitioning is fixed and is independent of variable system status.

2 Theoretical considerations and experiments

Partitioning the systems of equations is a very important process when solv-
ing it on a parallel computer and more criteria must be taken into consid-
eration in this case. In our study, the main criterion considered was the
indicator average bandwidth. As shown in the papers 28,29, 31], the opti-
mization of this indicator leads to a more uniform distribution of non-zero
elements around and along the main diagonal of the associated matrix. This
distribution, somewhat similar to a band, ensures a better load balancing
and the use of a larger number of processors, which leads to more efficient
parallelization, as mentioned in [1,2].

As will be shown further, additional criteria added to the average bandwidth
optimization process lead to better results in terms of execution time, in case
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of iterative methods that are based on the Jacobian, like conjugate gradient.
We consider the case of parallel solving a system of equations using Kyrlov
type iterative methods (Newton, conjugate gradient or preconditioned con-
jugate gradient), a synchronous model of parallelization and a row-blocks
matrix partitioning with equals partitions. In such a case it is desirable that
inside of diagonal blocks Ji(z),i = 1,...,p (p is the number of partitions)
of the Jacobian J(z) to be as many nonzero values (nonzero coefficients of
equations system unknowns) for a greater efficiency of computing process (a
smaller number of communication processes). At the same time it is desirable
that blocks Ji(x) to contain close values of the number of nonzero, to have
a better balance of processors. In the ideal case -synchronous model, equal
row-blocks partitioning and iterative methods that using the Jacobian- all
nonzero elements should be distributed inside of diagonal submatrices with
size k situated along the main diagonal, where k = n/p, n being the size of
the system and p the number of partitions, like in Figure 1. It is obvious
that in such a situation when must be solved p independent subsystems of
equations, the efficiency parallelization process is high. How such an ideal
situation is difficult /impossible to obtain in practice, we consider that a rea-
sonable solution is to bring as many nonzero elements inside of diagonal
submatrices, that can lead to improved performance.

pl

p2

p3

pd

p5

ideal resonable

Figure 1: Ideal and reasonable nonzero elements distribution

2.1 A few factors that influence the efficiency of parallelization

In papers [28,29] was proposed a new indicator called average bandwidth
(mbw), used in preconditioning systems of linear equations. Its relevance in
parallel solving systems of linear equations was shown in paper [31]. It has
also been shown in [31] that in some cases such preconditioning by reducing
the average bandwidth leads to a drastic decrease of the efficiency of paral-
lel computing process in terms of convergence and global runtime. To note
that this unwanted effect was also observed in the case of preconditioning
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Iterations needed for convergence before mbw reduction after mbw reduction
Partitions (processors)

2 500 527

4 442 434

5 441 697

10 577 429

20 455 456

25 474 417

50 482 519

Table 1: Iterations needed for convergence

by bandwidth reducing. In the following example is shown such a case for
a 100x100 linear system of equations, symmetric matrix with 1182 nonzero
values, solved with parallel conjugate gradient method for an accuracy equal
with e-30 and more partitioning on IBM Blue Gene /P supercomputer. Ex-
perimental results obtained for different partitioning in terms of convergence
rate, before and after average bandwidth reduction can be seen in Figure 2
and Table 1. As can be seen in Table 1, the partitioning by 2, 5, 20 and 50
processors are not favorable. Experiments and further study have resulted

BEFORE mbw reduction AFTER mbw reduction
mbw=33.61 bw=99 mbw=9.97 Bu=60

Figure 2: Matrix configuration before and after average bandwidth reduction

in the identification of several factors that can led in some conditions to these
undesired effects. The main factors, experimental identified by us are:

a) distribution of non-zero elements along and around the main diagonal of
the associated matrix of the equations system;

b) diagonal-blocks configurations ie the ratio between the number of nonzero
elements inside and outside of Jacobian sub-matrix for each partition in part;
¢) condition numbers of diagonal-blocks submatrix;

d) number of partitions.

2.2 Proposed solutions for improving the partitioning

In the following will be considered a synchronous model of parallelization,
row-blocks matrix partitioning with equals partitions and Krylov type it-
erative methods that using the Jacobian, ie conjugate gradient. Below are



Vol. LIT (2014) Experiments and Recommendations for Partitioning... 147

decribed our proposals for a more efficient parallelization, in terms of the
factors mentioned before:

a) distribution of non-zero elements in associated matrix of system:

The non-zero elements distribution plays an important role in effi-
cient solving of equations systems in parallel. From our point of view
is of interest the distributions of nonzero elements along and around
the main diagonal of the associated matrix of the equations system:
- around the main diagonal: it is desirable that as many elements to
be as close to the main diagonal [1,2,37], which is in fact a smaller
value for average bandwidth [28,29]. This will ensure the efficiency
of the parallel computing mainly by the possibility of using a larger
number of processors.
- along the main diagonal: this should to be as uniform as to en-
sure a more load balanced of processors. These improvements can
be achieved by reducing the average bandwidth, using for example
algorithms described in [29]. Figure 3 shows an example of the aver-
age bandwidth reduction compared with bandwidth reduction [14],
using the same initial matrix.

CANG1 matrix, from set CANNES, from the Harwell.Boeing Collection (http>//math.nis

Original after bandwidth reduction
mbw=19.58  bwg=50 mbw=8.91 bw=30

a) P] E]

mbw=average bandwidth bw—bandwidth

Figure 3: The average bandwidth relevance

b) diagonal-blocks configurations:
In our approach were followed two directions:
- a good ratio of nonzero elements inside and outside of diagonal
blocks, for each partition in part ie. inside as much, outside as few,
for a smaller number of communication processes;
- diagonal blocks to contain close values of the number of nonzeros,
to have a better load balancing of processors.
As has been mentioned, the ideal solution lies in bringing all non-
zero values inside of diagonal blocks and a reasonable solution is to
bring as many non-zero values inside of diagonal blocks, as can be
seen in Figure 1.
Our solution in this respect consists in improving the average band-
width reduction algorithms by adding additional decision criteria for
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lines/columns interchange operations. Several criteria for determin-
ing the interchange opportunity of lines/columns in the precondition-
ing process by average bandwidth reduction in sparse matrices have
been described in the paper [30]. A new one, especially designed for
preconditioning by reducing average bandwidth, correlated with in-
creasing the number of non-zero elements inside the diagonal blocks,
in the case of systems parallel solving is further proposed. Figure 4
shows a small example for an easy understanding of our proposed ap-
proach. There is represented an associated matrix of a 12x12 system
of equations, where the matrix elements are identified by numbers
between 1 and 144. It is desired a preconditioning process by re-
ducing the average bandwidth so as to be maximized the number of
nonzero elements inside jacobians. In the Figure 4 is analyzed the
interchange opportunity of lines/columns (1,3). The matrix elements
whose position is affected by the interchange are colored. Different
colors were used for highlighted the new positions of each group in
part. As can be seen we have eight distinct groups and each group
can have null and nonzero elements, depending on the initial con-
figuration of the matrix. The four groups are with positive contri-
bution to the number of non-zero elements inside submatrix blocks
(C1,C2,C3,C4) and the other four (C5,C6,C7,C8) are with con-
tributions to the number of non-zero elements outside the submatrix
blocks. The first four represent optimization and the last four repre-
sent non-optimization.

The condition to improving the initial state is
Cl+C24+C3+4+C4>C5+C6+C7+C8 (1)

which means that the total nonzero values on the left side of inequal-
ity must be greater than the number of non-zero values on the right
side. In the case of symmetric matrices, equation (1) becomes:
Cl+C3>C5+C7(2)

Should be noted that the proposed method allows to determine how
will be affected the number of nonzero values from inside of diagonal
blocks by an interchange lines/columns (i, j), without to perform an
effective interchange, just using the relation (3):
C=C14+024C34+C4—-C5—-C6—-CT7—C8(3)

ie only a positive value of C' represent an interchange opportunity.
Note: method is simple and efficient because an interchange (i, j) af-
fects only partitions which includes lines i and j of a sparse matrix,
as can be seen in Figure 4.

In our experiments, in order to select the most favorable interchanges,
was used a greedy selection of lines, selection that depend on the num-
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1 2 40 5| 6] 7] 8 & 11 12| 1 2 4 s
P1 13[ 14 16§17 18] 15/ 20(21 23| 24 13 14 16{ 17]
25| 26| 27| 28§25) 30| 31| 32|33 34| 35| 36 [interchange(3,1 118 113] 14| 113
_ [39]38 40§41142] 43)44(45 47| 48] 37] 38 40f 41
49| 50| 51| 52|53| 54| 55/56]57|58| 55| 60 45| 50| 58( 52| 53]
61| 62| 63| 64| 65| 66| 67| 6B6S| 70[ 71| 72| B1) 62| 70| B4) 65| 66| 67| B8] 62| 63| 71| 72
P2 73| 74| 75| 76| 77| 78| 75| 80) 81| 82| 83| 84] 73| 74| 82| 76| 77| 78| 75| 8O) 81| 75| 83| 84
85| 86| 87| 88]85(50| 91|52)93| 24 55/ 56| 85| 86| 54| 88) 89| 50[ 91| 52) 93{ 87| 55| 96
T g o 0af 105 [188] 107| 108] 57| 98|106| 100 101 | 102 103|104 105 107|108|
115|128 20| 25| 26| 34| 28( 25| 30 31) 3233( 27| 35| 36
P3 5122 [138] 131 132 121] 122|330 124{125] 125{ 127[128] 122 131]133]
135|137|138| 1329|1400 141 (383 143 144] 133| 134|183 135( 137 138( 132 140f 141 143|144
a) before interchange b) after interchange

enter into a diagonal block
C5 out from a diagonal block
Figure 4: Example for interchange opportunity in parallel case

bers of nonzero values inside and outside of partition for each line in
part.

¢) condition numbers of diagonal blocks:

It is well known that the condition number has a major influence in
terms of convergence speed, therefore the execution time, both in the
case of serial and parallel [33,37,41]. It is evident that in the case
of parallel solving, the diagonal submatrix condition numbers influ-
ence the local convergence for each subprocess in part and implicitly
the global convergence. We consider that this local influences are
responsible for the overall decrease convergence in some partition-
ing cases even if the system of equations was preconditioned, as was
highlighted in [31]. Such an unfavorable change of local condition
numbers after a preconditioning process is exemplified in Figure 5.
It was experimentally observed that the condition numbers of diago-

. €1 =6.10e+1 . €q=6.10e+1
Global: Ccpo=6.87e+1 Global: Co=6.87e+1
s Y
cq=2.94 €3 =1.0%9e+1
Cp=3.23 Cp=1.09e+1
N s
- ~
- £ - -
¢y =213 cq =7
Ce=2.13 Cp=7
N =

Figure 5: Preconditioning influence on the local condition numbers

nal blocks are influenced by the:

- preconditioning by average bandwidth reducing process (in some
cases the preconditioning process increases the condition numbers of
diagonal blocks involved in interchange, as seen in Figure 5);
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- spectrum of nonzero values in each diagonal blocks;

- number of partitions.

Our proposed solution consists in improving the average bandwidth
reduction algorithms by adding additional decision criteria for
lines/columns interchange operation, ie. the interchange will be made
only if the condition numbers of diagonal-blocks involved in inter-
change do not increase by more than an order of magnitude, because
it was experimentally observed that increasing less than an order of
magnitude does not significantly influence the convergence.

2.3 The proposed partitioning methods

In our approach, where the preconditioning is done by reducing the average
bandwidth, two directions were followed in terms of partitioning;:

- for a given preconditioned system of equations, the goal consist in deter-
mining the best partitioning or one as close/satisfactory;

- achieving an adequate preconditioning, depending on a given/desired par-
titioning.

Finaly, a mixed solution for partitioning in the case of conjugate gradient is
proposed.

2.3.1 Determining partitioning for a given preconditioned system

For a given preconditioned system of equations, it is aimed determining the
best partitioning or one as close/satisfactory. This goal can be achieved
using:
a) a formula:
Experimentally was observed that around 20 percent of cases after
preconditioning by reducing average bandwidth (mbw), -a better (5
percent) or a closer (15 percent)-, the number of partitions p is given
by the formula:
p=n/mbw (4)
where mbw is the average bandwidth and n is the size of equations
system.
Note: We consider that the small successful percentage is due to:
- the value with decimals obtained for p (p value must be integer);
- working with equal partitions;
- condition numbers of the diagonal blocks;
- the ratio nonzero/zero inside/outside of the diagonal blocks.
b) a technique from artificial intelligence:
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The prototype of a recommendation system for partitioning in parallel con-
jugate gradient, based on feature vectors dissimilarity using the indicator
Reference Distance Weighted [32] was tested and presented in Figure 6. A

classification solving
0K |:> Eecommendatinﬂ[? system eq.

module
oK

g A
machine | | |

learning (\rj ’\A,j ’\A’j ostprocessing
module

Figure 6: Recommendation system prototype

rrec:[:i‘;:lremng” [:/\ Etre])rm:essing] |:">

summary of the main processing is done next. Preprocessing represents the
feature extraction from the associated matrix, such as dimension, average
bandwidth, bandwidth, profile, patterns of nonzero etc. Classification is
the process by which the system of equations is included in one of the classes
existing in knowledge base of the recommendation system. Postprocessing
is called if the classification process has failed. Postprocessing represents the
process of "adjustment” of some features in order to approximate the prob-
lem to be solved by one of the existing classes in the knowledge base. Such
adjustable characteristics could be: bandwidth, average bandwidth, profile
etc. After this, the machine learning module is called, to extend an existing
class or create a new one. Finally, a recommendation for partitioning is
done and then the parallel solving module is called.

Experimentally was observed that around 5 percent, we can find a good par-
titioning using the proposed prototype. We consider that the small successful
percentage and the prohibitive runtime (even for small dimension of systems)
is due to: too small knowledge base, too few features used in the features
vectors, too little knownledge about the relevance of each feature in part,
the large number of parameters which must be calculated and the condition
numbers of the diagonal blocks which can not be known apriori.

2.3.2 Preconditioning according to a given partitioning

In this approach, for a given/desired partitioning it is aimed achieving the
best possible preconditioning.

Experimentally was observed that around 50 percent, we can find a good
pattern of matrix, based on average bandwidth reduction conducted by:

- row-blocks reconfiguration (to increase the number of nonzero inside and
decrease them outside)

- condition numbers of diagonal blocks involved in lines/columns interchange;
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About last criteria we have a dilemma: computing OR estimation the con-
dition numbers for the two blocks affected by interchange? It is well known
that computing the condition number its a hard problem from runtime point
of view. At the same time, there are many methods for estimating the con-
dition number, that determine in a reasonable time an approximate value of
the condition number [13,24,26,41]. But the approximative value obtained
by these methods (the accuracy is not as precise as the general direct com-
putation methods) it is not satisfactory in our case because for example, we
need to compare two exactly values of condition numbers for the same di-
agonal submatrix, if the preconditioning by reducing average bandwidth is
guided by decreasing the condition numbers.

2.3.3 A mixed solution for partitioning in the case of conjugate
gradient

Further is described a mixed solution obtained from the two previous models,
an approach that has the main steps:

Stepl : average bandwidth reduction without regard to partitioning;

Step2 : computing the number of processors using formula p = n/mbuw;
Step3d : improvement previous p partitioning through reconfiguration matrix
pattern ie. average bandwidth reduction guided by row-blocks reconfigura-
tion and reduction the condition numbers of these.

An example of running of such a model can be viewed in Figure 7. The
effectiveness of the proposed model is proved by decreasing the number of
iterations required for convergence. Also, is observed the relevance of the two
additional criteria added to preconditioning process by reducing the average
bandwidth: condition numbers and diagonal blocks patterns optimization.
So, in Figure 7 can be observed that in first stage, only average bandwidth
reduction (Step 1) conduct to a value of partitions number equal with 10.
After this, a new average bandwidth reduction conducted by row-blocks con-
figuration and condition numbers, lead to a new configuration of the matrix,
which provides a faster convergence in the case of 10 partitions, even if the
new value of average bandwidth (mbw) has increased. Can be also observed
the decrease of local condition numbers, which explains the increase of con-
vergence speed.
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Example:
100x100

1182 nonzero
uniform distrib.
PCG e-30

Initial Only mbw optimization mbw (diag.blocks + cond.numbers)
mbw=33.61 bw=99 mbw=9.97 bw=60 optimization for 10 partitions
p=100/9.97=10 mbw=13.19 bw=73

State

Nonzeroindiag. | 101714612108141012=108 | 7432 44304446 40344272 = 458 722872244032 40304448 =430
blocks(10 part.)
Cond. Numb.: Fail(singular matrix) C1=Co, =6.89e+4 C1=Cqo =3.12e+2
Example for p1

07000000 032151700120 012178121613 0120
000000014 3012610160020 140111270163 13
600000120 4130711171103 10 171014710306 16
000000150 16670410133 150 811140171131007
o

ococ000 0 7161710140136 13 4710113090120
00000000 1001121720155 16 160313690180 18
00000000 00103713150180 13160103018020
1815000 0 00 122315062180 18 035091202018

14001700 000 00100713150 180 101316700150180

Iterationsfor
convergence 487 434 409

Figure 7: An example running of mixed model

3 Conclusions and future work

Average bandwidth reducing is a good choice for preconditioning in parallel
solving of equations systems. In this work the average bandwidth reduc-
ing process additionally depending on the diagonal blocks configuration and
their condition numbers. Adding these new additional criteria leads to a sub-
stantial improvement of convergence. The major advantage of the proposed
methods is that combine partitioning with preconditioning, so no need for
two distinct algorithms.

The relation p = n/mbw determine with a good approximation the optimal
number of equal partitions and this value represent a good start for an effi-
cient preconditioning guided by diagonal blocks configuration.

One of the concerns in the future will be the performance improvement of
proposed recommendation system, in particular by: increase and diversify
the knowledge base, increasing the number of features to be analyzed, deter-
mining the weight/relevance of each feature in part in computing the degree
of dissimilarity and the selection a simple but efficient method for estimating
the condition number to increase the preconditioning efficiency.

Another concern for the future will be to work with unequal partitions re-
spectively overlapped partitions in the case of proposed approach.
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