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Summary. This paper is a continuation of [5] and concerns if-while alge-
bras over integers. In these algebras the only elementary instructions are assign-
ment instructions. The instruction assigns to a (program) variable a value which
is calculated for the current state according to some arithmetic expression. The
expression may include variables, constants, and a limited number of arithme-
tic operations. States are functions from a given set of locations into integers.
A variable is a function from the states into the locations and an expression
is a function from the states into integers. Additional conditions (computabili-
ty) limit the set of variables and expressions and, simultaneously, allow to write
algorithms in a natural way (and to prove their correctness).
As examples the proofs of full correctness of two Euclid algorithms (with

modulo operation and subtraction) and algorithm of exponentiation by squaring
are given.
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The terminology and notation used in this paper are introduced in the following
papers: [16], [30], [2], [31], [12], [32], [15], [13], [17], [11], [1], [3], [28], [7], [24],
[29], [21], [20], [25], [9], [27], [14], [8], [18], [26], [22], [19], [10], [23], [4], [6], and
[5].

1. Preliminaries

One can prove the following proposition
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W/WI/1/06.
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(1) Let x, y, z, a, b, c be sets. Suppose a 6= b 6= c 6= a. Then there exists a
function f such that f(a) = x and f(b) = y and f(c) = z.

Let F be a non empty functional set, let x be a set, and let f be a set. The
functor F �x6=f yields a subset of F and is defined by:

(Def. 1) F �x6=f = {g ∈ F : g(x) 6= f}.
One can prove the following proposition

(2) Let F be a non empty functional set, x, y be sets, and g be an element
of F . Then g ∈ F �x6=y if and only if g(x) 6= y.
Let X be a set, let Y , Z be sets, and let f be a function from ZX × Y into

Z.

(Def. 2) An element of X is called a variable in f .

Let f be a real-yielding function and let x be a real number. We introduce
f · x as a synonym of x f.
Let t1, t2 be integer-yielding functions. The functors: t1 ÷ t2, t1 mod t2,

leq(t1, t2), gt(t1, t2), and eq(t1, t2) yield integer-yielding functions and are defi-
ned as follows:

(Def. 3) dom(t1÷t2) = dom t1∩dom t2 and for every set s such that s ∈ dom(t1÷
t2) holds (t1 ÷ t2)(s) = t1(s)÷ t2(s).

(Def. 4) dom(t1 mod t2) = dom t1 ∩ dom t2 and for every set s such that s ∈
dom(t1 mod t2) holds (t1 mod t2)(s) = t1(s) mod t2(s).

(Def. 5) dom leq(t1, t2) = dom t1 ∩ dom t2 and for every set s such that s ∈
dom leq(t1, t2) holds (leq(t1, t2))(s) = (t1(s) > t2(s)→ 0, 1).

(Def. 6) domgt(t1, t2) = dom t1 ∩ dom t2 and for every set s such that s ∈
domgt(t1, t2) holds (gt(t1, t2))(s) = (t1(s) > t2(s)→ 1, 0).

(Def. 7) dom eq(t1, t2) = dom t1 ∩ dom t2 and for every set s such that s ∈
domeq(t1, t2) holds (eq(t1, t2))(s) = (t1(s) = t2(s)→ 1, 0).
Let X be a non empty set, let f be a function from X into Z, and let x be

an integer number. Then f + x, f − x, and f · x are functions from X into Z
and they can be characterized by the conditions:

(Def. 8) For every element s of X holds (f + x)(s) = f(s) + x.

(Def. 9) For every element s of X holds (f − x)(s) = f(s)− x.
(Def. 10) For every element s of X holds (f · x)(s) = f(s) · x.

Let X be a set and let f , g be functions from X into Z. Then f÷g, f mod g,
leq(f, g), gt(f, g), and eq(f, g) are functions from X into Z.
Let X be a non empty set and let t1, t2 be functions from X into Z. Then

t1 − t2 and t1 + t2 are functions from X into Z and they can be characterized
by the conditions:

(Def. 11) For every element s of X holds (t1 − t2)(s) = t1(s)− t2(s).
(Def. 12) For every element s of X holds (t1 + t2)(s) = t1(s) + t2(s).



mizar analysis of algorithms: algorithms . . . 179

Let A be a non empty set and let B be an infinite set. Note that BA is
infinite.
Let N be a set, let v be a function, and let f be a function. The functor

v ◦N f yields a function and is defined by the conditions (Def. 13).
(Def. 13)(i) There exists a set Y such that for every set y holds y ∈ Y iff there

exists a function h such that h ∈ dom v and y ∈ rng h and for every set a
holds a ∈ dom(v ◦N f) iff a ∈ Y N and there exists a function g such that
a = g and g · f ∈ dom v, and

(ii) for every function g such that g ∈ dom(v ◦N f) holds (v ◦N f)(g) =
v(g · f).
Let X, Y , Z, N be non empty sets, let v be an element of ZY

X
, and let f

be a function from X into N . Then v ◦N f is an element of ZY
N
.

The following three propositions are true:

(3) For all functions f1, f2, g such that rng g ⊆ dom f2 holds (f1+·f2) · g =
f2 · g.

(4) Let X, N , I be non empty sets, s be a function from X into I, and c be
a function from X into N . Suppose c is one-to-one. Let n be an element
of I. Then (N 7−→ n)+·s · c−1 is a function from N into I.

(5) LetN ,X, I be non empty sets and v1, v2 be functions. Suppose dom v1 =
dom v2 = IX . Let f be a function from X into N . If f is one-to-one and
v1 ◦N f = v2 ◦N f, then v1 = v2.
Let X be a set. Observe that there exists a function from X into X which

is one-to-one and onto and there exists a function from X into X which is
one-to-one and onto.
Let X be a set. An enumeration of X is an one-to-one onto function from X

into X . A denumeration of X is an one-to-one onto function from X into X.
One can prove the following propositions:

(6) Let X be a set and f be a function. Then f is an enumeration of X if
and only if dom f = X and rng f = X and f is one-to-one.

(7) Let X be a set and f be a function. Then f is a denumeration of X if
and only if dom f = X and rng f = X and f is one-to-one.

(8) Let X be a non empty set, x, y be elements of X, and f be an enume-
ration of X. Then f +· (x, f(y)) +· (y, f(x)) is an enumeration of X.

(9) For every non empty set X and for every element x of X there exists an
enumeration f of X such that f(x) = 0.

(10) For every non empty set X and for every denumeration f of X holds
f(0) ∈ X.

(11) For every countable set X and for every enumeration f of X holds
rng f ⊆ N.



180 grzegorz bancerek

LetX be a set and let f be an enumeration ofX. Then f−1 is a denumeration
of X.
LetX be a set and let f be a denumeration ofX. Then f−1 is an enumeration

of X.
We now state two propositions:

(12) For all natural numbers n, m holds 0n+m = 0n · 0m.
(13) For every real number x and for all natural numbers n, m holds (xn)m =
xn·m.

2. If-while Algebra over Integers

Let X be a non empty set. A Z-variable of X is a function from ZX into X.
A Z-expression of X is a function from ZX into Z. A Z-array of X is a function
from Z into X.
In the sequel A is a pre-if-while algebra.
Let us consider A, let I be an element of A, let X be a non empty set, let

T be a subset of ZX , and let f be an execution function of A over ZX and T .
We say that I is an assignment w.r.t. A, X, and f if and only if the conditions
(Def. 14) are satisfied.

(Def. 14)(i) I ∈ ElementaryInstructionsA, and
(ii) there exists a Z-variable v of X and there exists a Z-expression t of X
such that for every element s of ZX holds f(s, I) = s+· (v(s), t(s)).
Let us consider A, let X be a non empty set, let T be a subset of ZX , let f

be an execution function of A over ZX and T , let v be a Z-variable of X, and
let t be a Z-expression of X. We say that v and t form an assignment w.r.t. f
if and only if:

(Def. 15) There exists an element I of A such that I ∈ ElementaryInstructionsA
and for every element s of ZX holds f(s, I) = s+· (v(s), t(s)).
Let us consider A, let X be a non empty set, let T be a subset of ZX , and

let f be an execution function of A over ZX and T . Let us assume that there
exists an element of A which is an assignment w.r.t. A, X, and f . A Z-variable
of X is said to be a Z-variable of A w.r.t. f if:

(Def. 16) There exists a Z-expression t of X such that it and t form an assignment
w.r.t. f .

Let us consider A, let X be a non empty set, let T be a subset of ZX , and let
f be an execution function of A over ZX and T . Let us assume that there exists
an element of A which is an assignment w.r.t. A, X, and f . A Z-expression of
X is said to be a Z-expression of A w.r.t. f if:

(Def. 17) There exists a Z-variable v of X such that v and it form an assignment
w.r.t. f .
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Let X, Y be non empty sets, let f be an element of Y X , and let x be an
element of X. Then f(x) is an element of Y .
Let X be a non empty set and let x be an element of X. The functor ẋ

yielding a Z-expression of X is defined as follows:
(Def. 18) For every element s of ZX holds (ẋ)(s) = s(x).

Let X be a non empty set and let v be a Z-variable of X. The functor v̇
yielding a Z-expression of X is defined by:

(Def. 19) For every element s of ZX holds (v̇)(s) = s(v(s)).
Let X be a non empty set and let x be an element of X. The functor x̂ yields

a Z-variable of X and is defined by:
(Def. 20) x̂ = ZX 7−→ x.

The following proposition is true

(14) For every non empty set X and for every element x of X holds ẋ = ˙̂x.

Let X be a non empty set and let i be an integer number. The functor iX
yields a Z-expression of X and is defined by:

(Def. 21) iX = ZX 7−→ i.
One can prove the following proposition

(15) For every non empty set X and for every Z-expression t of X holds
t+ 0X = t and t 1X = t.

Let us consider A, let X be a non empty set, let T be a subset of ZX , and
let f be an execution function of A over ZX and T . We say that f is Euclidean
if and only if the conditions (Def. 22) are satisfied.

(Def. 22) For every Z-variable v of A w.r.t. f and for every Z-expression t of A
w.r.t. f holds v and t form an assignment w.r.t. f and for every integer
number i holds iX is a Z-expression of A w.r.t. f and for every Z-variable
v of A w.r.t. f holds v̇ is a Z-expression of A w.r.t. f and for every element
x of X holds x̂ is a Z-variable of A w.r.t. f and there exists a Z-array a
of X such that a�X is one-to-one and for every Z-expression t of A w.r.t.
f holds a · t is a Z-variable of A w.r.t. f and for every Z-expression t of A
w.r.t. f holds −t is a Z-expression of A w.r.t. f and for all Z-expressions
t1, t2 of A w.r.t. f holds t1 t2 is a Z-expression of A w.r.t. f and t1 + t2 is
a Z-expression of A w.r.t. f and t1÷ t2 is a Z-expression of A w.r.t. f and
t1 mod t2 is a Z-expression of A w.r.t. f and leq(t1, t2) is a Z-expression
of A w.r.t. f and gt(t1, t2) is a Z-expression of A w.r.t. f .
Let us consider A. We say that A is Euclidean if and only if:

(Def. 23) For every non empty countable set X and for every subset T of ZX holds
there exists an execution function of A over ZX and T which is Euclidean.
The infinite missing N set Z-ElemIns is defined by:

(Def. 24) Z-ElemIns = NZN × ZZN
.
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An execution function of F(S,Z-ElemIns) over ZN and ZN�06=0 is said to be
a Z-execution if it satisfies the condition (Def. 25).

(Def. 25) Let s be an element of ZN, v be an element of NZN
, and e be an element

of ZZN
. Then it(s, the root tree of 〈〈v, e〉〉) = s+· (v(s), e(s)).

Let X be a non empty set. The functor Z-ElemInsX yielding an infinite
missing N set is defined as follows:

(Def. 26) Z-ElemInsX = XZX × ZZX .

Let X be a non empty set and let x be an element of X. An execution
function of F(S,Z-ElemInsX) over ZX and ZX�x6=0 is said to be a Z-execution
with x if it satisfies the condition (Def. 27).

(Def. 27) Let s be an element of ZX , v be an element of XZX , and e be an element
of ZZX . Then it(s, the root tree of 〈〈v, e〉〉) = s+· (v(s), e(s)).
Let X be a non empty set, let T be a subset of ZX , and let c be an

enumeration of X. Let us assume that rng c ⊆ N. An execution function of
F(S,Z-ElemIns) over ZX and T is said to be a Z-execution with c over T if it
satisfies the condition (Def. 28).

(Def. 28) Let s be an element of ZX , v be an element of XZX , and e be an element
of ZZX . Then it(s, the root tree of 〈〈c · v ◦N c, e ◦N c〉〉) = s+· (v(s), e(s)).
We now state three propositions:

(16) Let f be a Z-execution, v be a Z-variable of N, and t be a Z-expression
of N. Then v and t form an assignment w.r.t. f .

(17) For every Z-execution f holds every Z-variable of N is a Z-variable of
F(S,Z-ElemIns) w.r.t. f .

(18) For every Z-execution f holds every Z-expression of N is a Z-expression
of F(S,Z-ElemIns) w.r.t. f .
Let us mention that every Z-execution is Euclidean.
One can prove the following three propositions:

(19) Let X be a non empty countable set, T be a subset of ZX , c be an
enumeration of X, f be a Z-execution with c over T , v be a Z-variable of
X, and t be a Z-expression of X. Then v and t form an assignment w.r.t.
f .

(20) Let X be a non empty countable set, T be a subset of ZX , c be an
enumeration of X, and f be a Z-execution with c over T . Then every
Z-variable of X is a Z-variable of F(S,Z-ElemIns) w.r.t. f .

(21) Let X be a non empty countable set, T be a subset of ZX , c be an
enumeration of X, and f be a Z-execution with c over T . Then every
Z-expression of X is a Z-expression of F(S,Z-ElemIns) w.r.t. f .
Let X be a countable non empty set, let T be a subset of ZX , and let c be an

enumeration of X. Observe that every Z-execution with c over T is Euclidean.
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Let us observe that F(S,Z-ElemIns) is Euclidean.
One can check that there exists a pre-if-while algebra which is Euclidean

and non degenerated.
Let A be an Euclidean pre-if-while algebra, let X be a non empty countable

set, and let T be a subset of ZX . Observe that there exists an execution function
of A over ZX and T which is Euclidean.
In the sequel A is an Euclidean pre-if-while algebra, X is a non empty

countable set, T is a subset of ZX , and f is an Euclidean execution function of
A over ZX and T .
Let us consider A, X, T , f and let t be a Z-expression of A w.r.t. f . Then

−t is a Z-expression of A w.r.t. f .
Let us consider A, X, T , f , let t be a Z-expression of A w.r.t. f , and let i

be an integer number. Then t+ i, t− i, and t · i are Z-expressions of A w.r.t. f .
Let us consider A, X, T , f and let t1, t2 be Z-expressions of A w.r.t. f .

Then t1− t2, t1+ t2, and t1 t2 are Z-expressions of A w.r.t. f . Moreover, t1÷ t2,
t1 mod t2, leq(t1, t2), and gt(t1, t2) are also Z-expressions of A w.r.t. f and they
can be characterized by the conditions:

(Def. 29) For every element s of ZX holds (t1 ÷ t2)(s) = t1(s)÷ t2(s).
(Def. 30) For every element s of ZX holds (t1 mod t2)(s) = t1(s) mod t2(s).
(Def. 31) For every element s of ZX holds (leq(t1, t2))(s) = (t1(s) > t2(s)→ 0, 1).
(Def. 32) For every element s of ZX holds (gt(t1, t2))(s) = (t1(s) > t2(s)→ 1, 0).

Let us consider A, X, T , f and let t1, t2 be Z-expressions of A w.r.t. f .
Then eq(t1, t2) is a Z-expression of A w.r.t. f and it can be characterized by the
condition:

(Def. 33) For every element s of ZX holds (eq(t1, t2))(s) = (t1(s) = t2(s)→ 1, 0).
Let us consider A, X, T , f and let v be a Z-variable of A w.r.t. f . The

functor v̇ yields a Z-expression of A w.r.t. f and is defined by:
(Def. 34) v̇ = ẋ where x = v qua Z-variable of X.

Let us consider A, X, T , f and let x be an element of X. The functor x̂A,f
yields a Z-variable of A w.r.t. f and is defined as follows:

(Def. 35) x̂A,f = x̂.

Let us consider A, X, T , f and let x be a variable in f . We introduce x̂ as
a synonym of x̂A,f .
Let us consider A, X, T , f and let x be a variable in f . The functor ẋ

yielding a Z-expression of A w.r.t. f is defined as follows:
(Def. 36) ẋ = ˙̂x.

The following proposition is true

(22) For every variable x in f and for every element s of ZX holds (ẋ)(s) =
s(x).
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Let us consider A, X, T , f and let i be an integer number. The functor iA,f
yields a Z-expression of A w.r.t. f and is defined as follows:

(Def. 37) iA,f = iX .

Let us consider A, X, T , f , let v be a Z-variable of A w.r.t. f , and let t be a
Z-expression of A w.r.t. f . The functor v:= t yielding an element of A is defined
as follows:

(Def. 38) v:= t = choose({I ∈ A: I ∈ ElementaryInstructionsA ∧∧
s : element of ZX f(s, I) = s+· (v(s), t(s))}).

One can prove the following proposition

(23) Let v be a Z-variable of A w.r.t. f and t be a Z-expression of A w.r.t.
f . Then v:= t ∈ ElementaryInstructionsA .
Let us consider A, X, T , f , let v be a Z-variable of A w.r.t. f , and let t be

a Z-expression of A w.r.t. f . Observe that v:= t is absolutely-terminating.
Let us consider A, X, T , f , let v be a Z-variable of A w.r.t. f , and let t be

a Z-expression of A w.r.t. f . The functors v+= t and v*= t yielding absolutely-
terminating elements of A are defined by:

(Def. 39) v+= t = v:= (v̇ + t).

(Def. 40) v*= t = v:= (v̇ t).

Let us consider A, X, T , f , let x be an element of X, and let t be a Z-
expression of A w.r.t. f . The functor x:= t yielding an absolutely-terminating
element of A is defined as follows:

(Def. 41) x:= t = x̂A,f:= t.

Let us consider A, X, T , f , let x be an element of X, and let y be a variable
in f . The functor x:= y yields an absolutely-terminating element of A and is
defined by:

(Def. 42) x:= y = x:= ẏ.

Let us consider A,X, T , f , let x be an element ofX, and let v be a Z-variable
of A w.r.t. f . The functor x:= v yields an absolutely-terminating element of A
and is defined by:

(Def. 43) x:= v = x:= v̇.

Let us consider A, X, T , f and let v, w be Z-variables of A w.r.t. f . The
functor v:=w yielding an absolutely-terminating element of A is defined as
follows:

(Def. 44) v:=w = v:= ẇ.

Let us consider A, X, T , f , let x be a variable in f , and let i be an integer
number. The functor x:= i yielding an absolutely-terminating element of A is
defined by:

(Def. 45) x:= i = x:= (iA,f ).
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Let us consider A, X, T , f , let v1, v2 be Z-variables of A w.r.t. f , and let x
be a variable in f . The functor swap(v1, x, v2) yields an absolutely-terminating
element of A and is defined by:

(Def. 46) swap(v1, x, v2) = x:= v1; v1:= v2; v2:= ẋ.

Let us consider A, X, T , f , let x be a variable in f , and let t be a Z-
expression of A w.r.t. f . The functors x+= t, x*= t, x%= t, and x/= t yielding
absolutely-terminating elements of A are defined by:

(Def. 47) x+= t = x:= (ẋ+ t).

(Def. 48) x*= t = x:= (ẋ t).

(Def. 49) x%= t = x:= (ẋ mod t).

(Def. 50) x/= t = x:= (ẋ÷ t).
Let us consider A, X, T , f , let x be a variable in f , and let i be an integer

number. The functor x+= i, x*= i, x%= i, and x/= i yield absolutely-terminating
elements of A and are defined as follows:

(Def. 51) x+= i = x:= (ẋ+ i).

(Def. 52) x*= i = x:= (ẋ · i).
(Def. 53) x%= i = x:= (ẋ mod iA,f ).

(Def. 54) x/= i = x:= (ẋ÷ iA,f ).
The functor x÷ i yields a Z-expression of A w.r.t. f and is defined as follows:

(Def. 55) x÷ i = ẋ÷ iA,f .
Let us consider A, X, T , f , let v be a Z-variable of A w.r.t. f , and let i be an

integer number. The functors v:= i, v+= i, and v*= i yield absolutely-terminating
elements of A and are defined by:

(Def. 56) v:= i = v:= (iA,f ).

(Def. 57) v+= i = v:= (v̇ + i).

(Def. 58) v*= i = v:= (v̇ · i).
Let us consider A, X, let b be an element of X, let g be an Euclidean

execution function of A over ZX and ZX�b6=0, and let t1 be a Z-expression of A
w.r.t. g. Absolutely-terminating elements “t1 is odd” and “t1 is even” of A are
defined by:

(Def. 59) t1 is odd = b:= (t1 mod 2A,g).

(Def. 60) t1 is even = b:= ((t1 + 1) mod 2A,g).

Let t2 be a Z-expression of A w.r.t. g. The functors t1 leq t2, t1 gt t2, and t1 eq t2
yield absolutely-terminating elements of A and are defined as follows:

(Def. 61) t1 leq t2 = b:= leq(t1, t2).

The functor t1 gt t2 yields an absolutely-terminating element of A and is defined
as follows:

(Def. 62) t1 gt t2 = b:= gt(t1, t2).
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(Def. 63) t1 eq t2 = b:= eq(t1, t2).

Let us consider A, X, let b be an element of X, let g be an Euclidean
execution function of A over ZX and ZX�b6=0, and let t1, t2 be Z-expressions of A
w.r.t. g. We introduce t2 geq t1 as a synonym of t1 leq t2 and t2 lt t1 as a synonym
of t1 gt t2.
Let us consider A, X, let b be an element of X, let g be an Euclidean

execution function of A over ZX and ZX�b6=0, and let v1, v2 be Z-variables of A
w.r.t. g. The functors v1 leq v2 and v1 gt v2 yield absolutely-terminating elements
of A and are defined as follows:

(Def. 64) v1 leq v2 = v̇1 leq v̇2.

(Def. 65) v1 gt v2 = v̇1 gt v̇2.

Let us consider A, X, let b be an element of X, let g be an Euclidean
execution function of A over ZX and ZX�b6=0, and let v1, v2 be Z-variables of
A w.r.t. g. We introduce v2 geq v1 as a synonym of v1 leq v2 and v2 lt v1 as a
synonym of v1 gt v2.
Let us consider A, X, let b be an element of X, let g be an Euclidean

execution function of A over ZX and ZX�b6=0, and let x1 be a variable in g.
Absolutely-terminating elements “x1 is odd” and “x1 is even” of A are defined
by:

(Def. 66) x1 is odd = (ẋ1) is odd.

(Def. 67) x1 is even = (ẋ1) is even.

Let x2 be a variable in g. The functors x1 leqx2 and x1 gtx2 yield absolutely-
terminating elements of A and are defined by:

(Def. 68) x1 leqx2 = ẋ1 leq ẋ2.

(Def. 69) x1 gtx2 = ẋ1 gt ẋ2.

Let us consider A, X, let b be an element of X, let g be an Euclidean
execution function of A over ZX and ZX�b6=0, and let x1, x2 be variables in g.
We introduce x2 geqx1 as a synonym of x1 leqx2 and x2 ltx1 as a synonym of
x1 gtx2.
Let us consider A, X, let b be an element of X, let g be an Euclidean

execution function of A over ZX and ZX�b6=0, let x be a variable in g, and let
i be an integer number. The functors x leq i, x geq i, x gt i, and x lt i yielding
absolutely-terminating elements of A are defined as follows:

(Def. 70) x leq i = ẋ leq iA,g.

(Def. 71) x geq i = ẋ geq iA,g.

(Def. 72) x gt i = ẋ gt iA,g.

(Def. 73) x lt i = ẋ lt iA,g.

The functor xi yielding a Z-expression of A w.r.t. g is defined as follows:
(Def. 74) x

i = ẋ÷ iA,g.
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Let us consider A, X, T , f and let x1, x2 be variables in f . The functors
x1+=x2, x1*=x2, x1%=x2, and x1/=x2 yielding absolutely-terminating elements
of A are defined as follows:

(Def. 75) x1+=x2 = x1+= ẋ2.

(Def. 76) x1*=x2 = x1*= ẋ2.

(Def. 77) x1%=x2 = x1:= (ẋ1 mod ẋ2).

(Def. 78) x1/=x2 = x1:= (ẋ1 ÷ ẋ2).
The functors x1 + x2, x1 · x2, x1 mod x2, and x1 ÷ x2 yield Z-expressions of A
w.r.t. f and are defined as follows:

(Def. 79) x1 + x2 = ẋ1 + ẋ2.

(Def. 80) x1 · x2 = ẋ1 ẋ2.
(Def. 81) x1 mod x2 = ẋ1 mod ẋ2.

(Def. 82) x1 ÷ x2 = ẋ1 ÷ ẋ2.
For simplicity, we follow the rules: A denotes an Euclidean pre-if-while al-

gebra, X denotes a non empty countable set, x, y, z denote elements of X, s
denotes an element of ZX , T denotes a subset of ZX , f denotes an Euclidean
execution function of A over ZX and T , v denotes a Z-variable of A w.r.t. f , t
denotes a Z-expression of A w.r.t. f , and i denotes an integer number.
Next we state a number of propositions:

(24) f(s, v:= t)(v(s)) = t(s) and for every z such that z 6= v(s) holds f(s,
v:= t)(z) = s(z).

(25) Let x be a variable in f and i be an integer number. Then f(s,
x:= i)(x) = i and for every z such that z 6= x holds f(s, x:= i)(z) = s(z).

(26) Let x be a variable in f and t be a Z-expression of A w.r.t. f . Then f(s,
x:= t)(x) = t(s) and for every z such that z 6= x holds f(s, x:= t)(z) =
s(z).

(27) For all variables x, y in f holds f(s, x:= y)(x) = s(y) and for every z
such that z 6= x holds f(s, x:= y)(z) = s(z).

(28) For every variable x in f holds f(s, x+= i)(x) = s(x) + i and for every z
such that z 6= x holds f(s, x+= i)(z) = s(z).

(29) Let x be a variable in f and t be a Z-expression of A w.r.t. f . Then
f(s, x+= t)(x) = s(x) + t(s) and for every z such that z 6= x holds f(s,
x+= t)(z) = s(z).

(30) For all variables x, y in f holds f(s, x+= y)(x) = s(x) + s(y) and for
every z such that z 6= x holds f(s, x+= y)(z) = s(z).

(31) For every variable x in f holds f(s, x*= i)(x) = s(x) · i and for every z
such that z 6= x holds f(s, x*= i)(z) = s(z).

(32) Let x be a variable in f and t be a Z-expression of A w.r.t. f . Then
f(s, x*= t)(x) = s(x) · t(s) and for every z such that z 6= x holds f(s,
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x*= t)(z) = s(z).

(33) For all variables x, y in f holds f(s, x*= y)(x) = s(x) ·s(y) and for every
z such that z 6= x holds f(s, x*= y)(z) = s(z).

(34) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, x be a variable in g, and i be an integer number.
Then
(i) if s(x) ≤ i, then g(s, x leq i)(b) = 1,
(ii) if s(x) > i, then g(s, x leq i)(b) = 0,
(iii) if s(x) ≥ i, then g(s, x geq i)(b) = 1,
(iv) if s(x) < i, then g(s, x geq i)(b) = 0, and
(v) for every z such that z 6= b holds g(s, x leq i)(z) = s(z) and g(s,
x geq i)(z) = s(z).

(35) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and x, y be variables in g. Then if s(x) ≤ s(y), then
g(s, x leq y)(b) = 1 and if s(x) > s(y), then g(s, x leq y)(b) = 0 and for
every z such that z 6= b holds g(s, x leq y)(z) = s(z).

(36) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, x be a variable in g, and i be an integer number.
Then
(i) s(x) ≤ i iff g(s, x leq i) ∈ ZX�b6=0, and
(ii) s(x) ≥ i iff g(s, x geq i) ∈ ZX�b6=0.

(37) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and x, y be variables in g. Then
(i) s(x) ≤ s(y) iff g(s, x leq y) ∈ ZX�b6=0, and
(ii) s(x) ≥ s(y) iff g(s, x geq y) ∈ ZX�b6=0.

(38) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, x be a variable in g, and i be an integer number.
Then
(i) if s(x) > i, then g(s, x gt i)(b) = 1,
(ii) if s(x) ≤ i, then g(s, x gt i)(b) = 0,
(iii) if s(x) < i, then g(s, x lt i)(b) = 1,
(iv) if s(x) ≥ i, then g(s, x lt i)(b) = 0, and
(v) for every z such that z 6= b holds g(s, x gt i)(z) = s(z) and g(s,
x lt i)(z) = s(z).

(39) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and x, y be variables in g. Then
(i) if s(x) > s(y), then g(s, x gt y)(b) = 1,
(ii) if s(x) ≤ s(y), then g(s, x gt y)(b) = 0,
(iii) if s(x) < s(y), then g(s, x lt y)(b) = 1,
(iv) if s(x) ≥ s(y), then g(s, x lt y)(b) = 0, and
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(v) for every z such that z 6= b holds g(s, x gt y)(z) = s(z) and g(s,
x lt y)(z) = s(z).

(40) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, x be a variable in g, and i be an integer number.
Then
(i) s(x) > i iff g(s, x gt i) ∈ ZX�b6=0, and
(ii) s(x) < i iff g(s, x lt i) ∈ ZX�b6=0.

(41) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and x, y be variables in g. Then
(i) s(x) > s(y) iff g(s, x gt y) ∈ ZX�b6=0, and
(ii) s(x) < s(y) iff g(s, x lt y) ∈ ZX�b6=0.

(42) For every variable x in f holds f(s, x%= i)(x) = s(x) mod i and for every
z such that z 6= x holds f(s, x%= i)(z) = s(z).

(43) Let x be a variable in f and t be a Z-expression of A w.r.t. f . Then
f(s, x%= t)(x) = s(x) mod t(s) and for every z such that z 6= x holds f(s,
x%= t)(z) = s(z).

(44) For all variables x, y in f holds f(s, x%= y)(x) = s(x) mod s(y) and for
every z such that z 6= x holds f(s, x%= y)(z) = s(z).

(45) For every variable x in f holds f(s, x/= i)(x) = s(x)÷ i and for every z
such that z 6= x holds f(s, x/= i)(z) = s(z).

(46) Let x be a variable in f and t be a Z-expression of A w.r.t. f . Then
f(s, x/= t)(x) = s(x) ÷ t(s) and for every z such that z 6= x holds f(s,
x/= t)(z) = s(z).

(47) For all variables x, y in f holds f(s, x/= y)(x) = s(x) ÷ s(y) and for
every z such that z 6= x holds f(s, x/= y)(z) = s(z).

(48) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and t be a Z-expression of A w.r.t. g. Then
(i) g(s, t is odd)(b) = t(s) mod 2,
(ii) g(s, t is even)(b) = (t(s) + 1) mod 2, and
(iii) for every z such that z 6= b holds g(s, t is odd)(z) = s(z) and g(s, t is
even)(z) = s(z).

(49) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and x be a variable in g. Then
(i) g(s, x is odd)(b) = s(x) mod 2,
(ii) g(s, x is even)(b) = (s(x) + 1) mod 2, and
(iii) for every z such that z 6= b holds g(s, x is odd)(z) = s(z).
(50) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and t be a Z-expression of A w.r.t. g. Then
(i) t(s) is odd iff g(s, t is odd) ∈ ZX�b6=0, and
(ii) t(s) is even iff g(s, t is even) ∈ ZX�b6=0.
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(51) Let b be an element of X, g be an Euclidean execution function of A
over ZX and ZX�b6=0, and x be a variable in g. Then
(i) s(x) is odd iff g(s, x is odd) ∈ ZX�b6=0, and
(ii) s(x) is even iff g(s, x is even) ∈ ZX�b6=0.

In this article we present several logical schemes. The scheme ForToIteration
deals with an Euclidean pre-if-while algebra A, a countable non empty set B,
an element C of B, elements D, E of A, an Euclidean execution function F of A
over ZB and ZB�C6=0, variables G, H in F , an element I of ZB, a Z-expression J
of A w.r.t. F , and a unary predicate P, and states that:

P[F(I, E)] and if J (I) ≤ I(H), then F(I, E)(G) = I(H) + 1
and if J (I) > I(H), then F(I, E)(G) = J (I) and F(I, E)(H) =
I(H)

provided the following conditions are met:
• E = forG:=J until G leqH step G+= 1 do D done,
• P[F(I, G:=J )],
• For every element s of ZB such that P[s] holds P[F(s, D;G+= 1)]
and P[F(s, G leqH)],

• For every element s of ZB such that P[s] holds F(s, D)(G) = s(G)
and F(s, D)(H) = s(H), and

• H 6= G and H 6= C and G 6= C.
The scheme ForDowntoIteration deals with an Euclidean pre-if-while algebra

A, a countable non empty set B, an element C of B, elements D, E of A, an
Euclidean execution function F of A over ZB and ZB�C6=0, variables G, H in F ,
an element I of ZB, a Z-expression J of A w.r.t. F , and a unary predicate P,
and states that:

P[F(I, E)] and if J (I) ≥ I(H), then F(I, E)(G) = I(H) − 1
and if J (I) < I(H), then F(I, E)(G) = J (I) and F(I, E)(H) =
I(H)

provided the following conditions are satisfied:
• E = forG:=J until Ḣ leq Ġ step G+= (−1) do D done,
• P[F(I, G:=J )],
• For every element s of ZB such that P[s] holds P[F(s, D;G+= (−1))]
and P[F(s, H leqG)],

• For every element s of ZB such that P[s] holds F(s, D)(G) = s(G)
and F(s, D)(H) = s(H), and

• H 6= G and H 6= C and G 6= C.

3. Termination in If-while Algebras over Integers

In the sequel b denotes an element ofX and g denotes an Euclidean execution
function of A over ZX and ZX�b6=0.
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One can prove the following four propositions:

(52) Let I be an element of A and i, n be variables in g. Suppose there exists
a function d such that d(b) = 0 and d(n) = 1 and d(i) = 2 and for every s
holds g(s, I)(n) = s(n) and g(s, I)(i) = s(i). Then iteration of g started
in I; i+= 1; i leqn terminates w.r.t. g(s, i leqn).

(53) Let P be a set, I be an element of A, and i, n be variables in g. Suppose
that
(i) there exists a function d such that d(b) = 0 and d(n) = 1 and d(i) = 2,
and

(ii) for every s such that s ∈ P holds g(s, I)(n) = s(n) and g(s, I)(i) = s(i)
and g(s, I), g(s, i leqn), g(s, i+= 1) ∈ P.
Suppose s ∈ P. Then iteration of g started in I; i+= 1; i leqn terminates
w.r.t. g(s, i leqn).

(54) Let I be an element of A. Suppose I is terminating w.r.t. g. Let i, n
be variables in g. Suppose there exists a function d such that d(b) = 0
and d(n) = 1 and d(i) = 2 and for every s holds g(s, I)(n) = s(n) and
g(s, I)(i) = s(i). Then for i:= t until i leqn step i+= 1 do I done is
terminating w.r.t. g.

(55) Let P be a set and I be an element of A. Suppose I is terminating w.r.t.
g and P . Let i, n be variables in g. Suppose that
(i) there exists a function d such that d(b) = 0 and d(n) = 1 and d(i) = 2,
(ii) for every s such that s ∈ P holds g(s, I)(n) = s(n) and g(s, I)(i) = s(i),
and

(iii) P is invariant w.r.t. i:= t and g, invariant w.r.t. I and g, invariant w.r.t.
i leqn and g, and invariant w.r.t. i+= 1 and g.
Then for i:= t until i leqn step i+= 1 do I done is terminating w.r.t. g
and P .

4. Examples

Let us consider X, A, T , f , s and let I be an element of A. Then f(s, I) is
an element of ZX .
One can prove the following propositions. Let F denotes the program:
s:= 1;
for i:= 2 until i leqn step i+= 1 do
s*= i
done

(56) Let n, s, i be variables in g. Given a function d such that d(n) = 1 and
d(s) = 2 and d(i) = 3 and d(b) = 4. Then F is terminating w.r.t. g.
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(57) Let n, s, i be variables in g. Given a function d such that d(n) = 1 and
d(s) = 2 and d(i) = 3 and d(b) = 4. Let q be an element of ZX and N be
a natural number. If N = q(n), then g(q, F )(s) = N !.

Let P0 denotes the program:
s:= 1;
for i:= 1 until i leqn step i+= 1 do
s*=x
done

(58) Let x, n, s, i be variables in g. Given a function d such that d(x) = 0 and
d(n) = 1 and d(s) = 2 and d(i) = 3 and d(b) = 4. Then P0 is terminating
w.r.t. g.

(59) Let x, n, s, i be variables in g. Given a function d such that d(x) = 0
and d(n) = 1 and d(s) = 2 and d(i) = 3 and d(b) = 4. Let q be an element
of ZX and N be a natural number. If N = q(n), then g(q, P0)(s) = q(x)N .

Let Fib denotes the program:
x:= 0;
y:= 1;
for i:= 1 until i leqn step i+= 1 do
z:=x;x:= y; y+= z
done

(60) Let n, x, y, z, i be variables in g. Given a function d such that d(b) = 0
and d(n) = 1 and d(x) = 2 and d(y) = 3 and d(z) = 4 and d(i) = 5. Then
Fib is terminating w.r.t. g.

(61) Let n, x, y, z, i be variables in g. Given a function d such that d(b) = 0
and d(n) = 1 and d(x) = 2 and d(y) = 3 and d(z) = 4 and d(i) = 5.
Let s be an element of ZX and N be an element of N. If N = s(n), then
g(s, F ib)(x) = Fib(N).

Let GCD1 denotes the program:
while y gt 0 do
z:=x; z%= y;
x:= y; y:= z
done

(62) Let x, y, z be variables in g. Given a function d such that d(b) = 0 and
d(x) = 1 and d(y) = 2 and d(z) = 3. Then GCD1 is terminating w.r.t. g
and {s : s(x) > s(y) ∧ s(y) ≥ 0}.

(63) Let x, y, z be variables in g. Given a function d such that d(b) = 0
and d(x) = 1 and d(y) = 2 and d(z) = 3. Let s be an element of ZX
and n, m be elements of N. If n = s(x) and m = s(y) and n > m, then
g(s,GCD1)(x) = gcd(n,m).

Let GCD2 denotes the program:
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while y gt 0 do
z:= (ẋ− ẏ);
if z lt 0 then z*=−1 fi;
x:= y;
y:= z
done

(64) Let x, y, z be variables in g. Given a function d such that d(b) = 0 and
d(x) = 1 and d(y) = 2 and d(z) = 3. Then GCD2 is terminating w.r.t. g
and {s : s(x) ≥ 0 ∧ s(y) ≥ 0}.

(65) Let x, y, z be variables in g. Given a function d such that d(b) = 0 and
d(x) = 1 and d(y) = 2 and d(z) = 3. Let s be an element of ZX and n,
m be elements of N. Suppose n = s(x) and m = s(y) and n > 0. Then
g(s,GCD2)(x) = gcd(n,m).

Let P1 denotes the program:
y:= 1;
whilem gt 0 do
ifm is odd then y*=x fi;
m/= 2;
x*=x
done

(66) Let x, y, m be variables in g. Given a function d such that d(b) = 0 and
d(x) = 1 and d(y) = 2 and d(m) = 3. Then P1 is terminating w.r.t. g and
{s : s(m) ≥ 0}.

(67) Let x, y, m be variables in g. Given a function d such that d(b) = 0 and
d(x) = 1 and d(y) = 2 and d(m) = 3. Let s be an element of ZX and n be
a natural number. If n = s(m), then g(s, P1)(y) = s(x)

n.
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